Instructor: Nimisha Pandey

Google Drive Link : <https://drive.google.com/drive/folders/1bY7fssaEixjKYoMysNcF-xxysQHiagQH>

Community Link: <https://community.simplilearn.com/threads/ds-with-r-nimisha-pandey-may-25.51200/>
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# Comments in R

Comments in R is done using #

# This is a comment

# Tips

1. To clear the console – Press Ctrl + L or click the broom symbol ![](data:image/png;base64,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)
2. NA is a way to represent a missing value. It’s class is “logical”
3. Workspace Image – Rstudio Desktop. If you close out Rstudio Desktop edition, it will ask you if you want to save your current workspace image. Saving it will preserve the variables you have created. Else with every new session, the variables are lost.

# Identifier

1. It should start with either a character or a period (.)
2. Then numbers, underscore, period are allowed
3. If a variable name is started with a period (.) it should not be immediately followed by a number.
4. Reserve words cannot be used (if, break, next, continue etc.)
5. R is case sensitive

# Assignment of value

a <- 25 (Official Way)

Assigning the value of 25 to variable “a”

Other forms of assignment:

25 -> a

a = 25

# Running the code

Select the code and press Ctrl + Enter or Command + Enter

Or use the Run button

![](data:image/png;base64,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)

# Basic datatypes in R

1. Numeric (With or without decimal)
2. Integer (Explicit integers)
3. Character
4. Logical (TRUE | FALSE | T | F) It has to be in capital

a <- 25 (a is Numeric)

a <- 25L (a is now Integer)

class() is used to know the datatype of the variable

> a <- 10

> class(a)

[1] "numeric"

> b <- 25L

> class(b)

[1] "integer"

# Operators in R

1. Arithmetic operator (+, - , \* , /)
   1. +, - , \* , /
   2. ^ for power (2^3) = 8
   3. %% for Modulus – Remainder of a division
   4. %/% for Integer divide (Quotient of a division)
2. Relational operators
   1. == for equals to
   2. !=
   3. >, >=, <, <=
3. Logical Operators
   1. && (Logical and), & (bitwise and) - for “and”
   2. || , | for “OR”

# Basic data structures

## Vector

1. Vector – one dimensional and it is homogeneous

prime\_numbers <- c(2,3,5,7,11,13,17,19,23,29,31)

> class(prime\_numbers)

[1] "numeric"

But if I do this, see the change:

> prime\_numbers <- c(2,3,5,7,11,13,17,19,23,29,"A")

> class(prime\_numbers)

[1] "character"

> prime\_numbers

[1] "2" "3" "5" "7" "11" "13" "17" "19" "23" "29" "A"

Everything is now changed to character

Creating some mixed vectors – see the trend

> mix\_1 <- c(1,2L,"A",T)

> mix\_1

[1] "1" "2" "A" "TRUE"

> class(mix\_1)

[1] "character"

> mix\_2 <- c(1,TRUE)

> mix\_2

[1] 1 1

> class(mix\_2)

[1] "numeric"

> mix\_3 <- c("A",TRUE)

> mix\_3

[1] "A" "TRUE"

> class(mix\_3)

[1] "character"

> mix\_4 <- c(1.25,3,4L,TRUE)

> mix\_4

[1] 1.25 3.00 4.00 1.00

> class(mix\_4)

[1] "numeric"

Create a vector from 1 to 20 in sequence:

> c(1:20)

[1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

## Sequence

seq() creates a sequence a number. It returns a vector.

seq(start,end,[step]) also creates a sequence of numbers

> seq(1,20)

[1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

> c(seq(1,20))

[1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20

seq() is also used to generate a series

Create a series from 2 to 50 for even numbers

> seq(2,50,2)

[1] 2 4 6 8 10 12 14 16 18 20 22 24 26 28 30 32 34 36 38 40 42 44 46 48 50

Create a sequence from 2 to 5 by skipping 3 numbers

> seq(2,50,3)

[1] 2 5 8 11 14 17 20 23 26 29 32 35 38 41 44 47 50

?seq() will show the help page

### Examples

seq(0, 1, length.out = 11)

seq(stats::rnorm(20)) # effectively 'along'

seq(1, 9, by = 2) # matches 'end'

seq(1, 9, by = pi) # stays below 'end'

seq(1, 6, by = 3)

seq(1.575, 5.125, by = 0.05)

seq(17) # same as 1:17, or even better seq\_len(17)

> seq(1, 9, by = 2)

[1] 1 3 5 7 9

> seq(1, 9, by = pi)

[1] 1.000000 4.141593 7.283185

> seq(1, 9, by = 3)

[1] 1 4 7

Reverse sequence

seq(10,1)

[1] 10 9 8 7 6 5 4 3 2 1

Incrementing by decimal values

> seq(1,2,0.1)

[1] 1.0 1.1 1.2 1.3 1.4 1.5 1.6 1.7 1.8 1.9 2.0

> seq(1,100)

[1] 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19

[20] 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38

[39] 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57

[58] 58 59 60 61 62 63 64 65 66 67 68 69 70 71 72 73 74 75 76

[77] 77 78 79 80 81 82 83 84 85 86 87 88 89 90 91 92 93 94 95

[96] 96 97 98 99 100

The yellow highlighted number is the nth element in that row. The number of elements in one row depends on the screen size.

Character has the largest space in memory.

# Class Conversion

> mix\_4

[1] 1.25 3.00 4.00 1.00

> as.integer(mix\_4)

[1] 1 3 4 1

Class conversion is done using **as.classfunction()**

Consider the vector “a” shown below and notice what happens when we try to convert this to integer

> a <- c(1,2.567,TRUE,FALSE,"ABC","23")

> as.integer(a)

[1] 1 2 NA NA NA 23

Warning message:

NAs introduced by coercion

Note that even TRUE and FALSE are converted to NA. This has happened because a character was present in the vector. This is because of the presence of character “ABC” or “23” present in the vector. As a result everything was converted to character as “1”,”2.567”, “TRUE”, “FALSE”, “ABC”,”23”. That is why “TRUE” (treated as character) could not be converted to number.

as.integer(TRUE) will give you 1 as output.

Consider the below example and you will see that now TRUE and FALSE are converted to 1 and 0 respectively.

> as.integer(c(1,1.2,TRUE,FALSE))

[1] 1 1 1 0

> class(NA)

[1] "logical"

# Basic working with Vectors

length() gives you the number of elements in a vector

> temp <- c(34,32,30,29,28,31,36,39,41,42,40,36)

> length(temp)

[1] 12

To access elements of the vector

temp[1] – the first element of the vector “temp”

Note: index in R starts from 1

SLICING in Vector

To get the values from 1st to 6th element including both of them

> temp[1:6]

[1] 34 32 30 29 28 31

> temp[5:15]

[1] 28 31 36 39 41 42 40 36 NA NA NA

Since “temp” originally had only 12 elements, the 13th, 14th and 15th are printed as NA

Accessing random elements

Let’s say we want 1st element, then 9th element, then 4th element, then 7th element.

For that first create a vector of indices. And pass this vector as an index to the “temp” vector

temp[c(1,9,4,7)]

> temp[c(1,9,4,7)]

[1] 34 41 29 36

This will not work

> temp[1,9,4,7]

Error in temp[1, 9, 4, 7] : incorrect number of dimensions

Remember last index of the vector = length(vector)

First index of the vector = 1

Extract every alternate values from the vector “temp”

> temp[seq(1,length(temp),2)]

[1] 34 30 28 36 41 40

## Negative index in vector

Using a negative index, it will skip that index position value and rest the rest of the vector

> temp

[1] 34 32 30 29 28 31 36 39 41 42 40 36

> temp[-2]

[1] 34 30 29 28 31 36 39 41 42 40 36

## Vector operators

Convert each element of “temp” vector to degree Fahrenheit

9C/5 + 32 = F

> ((9\*temp)/5) + 32

[1] 93.2 89.6 86.0 84.2 82.4 87.8 96.8 102.2 105.8 107.6 104.0 96.8

Vector allows element wise calculation.

Each element is multiplied with 9, divided by 5 and then added to 32

You can pass a logical vector as index to a vector. In that case all the positions where the value is TRUE, the value will be returned

Consider the vector prime\_numbers

prime\_numbers <- c(2,3,5,7,9,11)

This is a 6 member vector. Now, we will pass a 6 element logical vector as index to prime\_numbers

prime\_numbers[c(T,T,F,F,F,T)]

This operation will return the 1st, 2nd and 6th element of prime\_numbers vector

> prime\_numbers[c(T,T,F,F,F,T)]

[1] 2 3 11

Now, let’s say you only pass a 2 element logical vector to prime\_numbers, then the pattern of this 2 element logical vector will be repeated till all 6 elements of prime\_numbers are traversed.

> prime\_numbers[c(T,F)]

[1] 2 5 9

What will happen if we pass a 4 element logical vector to prime\_numbers?

> prime\_numbers[c(T,T,F,T)]

[1] 2 3 7 9 11

The pattern is repeated till all members are traversed.

We can also pass a logic condition as an index to temp vector.

Note: temp is a vector. If we do temp > 35, this will perform a logical check on each member of temp vector and return a logical vector

> temp

[1] 34 32 30 29 28 31 36 39 41 42 40 36

> temp > 35

[1] FALSE FALSE FALSE FALSE FALSE FALSE TRUE TRUE TRUE TRUE TRUE TRUE

Now, if we pass temp > 35 as an index to temp vector, all the index position value which is true, the element will be returned

> temp[temp > 35]

[1] 36 39 41 42 40 36

### which() function

If you want to know which index position is satisfying the condition (i.e. returned as TRUE) – you can use the **which()** function

> which(temp>35)

[1] 7 8 9 10 11 12

Notice the 4 statements below

> temp>30

[1] TRUE TRUE FALSE FALSE FALSE TRUE TRUE TRUE TRUE TRUE TRUE TRUE

> temp< 35

[1] TRUE TRUE TRUE TRUE TRUE TRUE FALSE FALSE FALSE FALSE FALSE FALSE

> temp>30 & temp < 35

[1] TRUE TRUE FALSE FALSE FALSE TRUE FALSE FALSE FALSE FALSE FALSE FALSE

> temp>30 && temp < 35

[1] TRUE

When we did temp > 30 & temp < 35 – using a single “&” operator, it did a element wise “and” operation

When we did temp > 30 && temp < 35 – using a (2 “and”) logical “and” - “&&” – it took the whole as a logical condition and checked if there is an element which is > 30 and < 35. If it satisfies, the equation returned TRUE.

So, if you want to extract the values which is > 30 and < 35, use the below format

> temp[temp>30 & temp < 35]

[1] 34 32 31

## Named Vector

Suppose you have a vector storing marks of 5 students.

marks <- c(67,78,81,73,89)

Now, the only way to access the elements of this vector is using the index.

In case of named vector, we provide a name for each index position.

See example below:

marks\_named <- c(jake=67,jill=78,james=81,jake=73,jimmy=89)

> marks\_named

jake jill james jake jimmy

67 78 81 73 89

Note here that we have two “jake”. We will see what happens in such a case.

If you want to access Jill’s marks, you can use the command shown below:

> marks\_named['jill']

jill

78

If you issue a command for “jake” (remember there are two of them)

> marks\_named['jake']

jake

67

It returns only for the first one. Currently I do not know how to access the next one.

How to get all the index names of the named vector

> names(marks\_named)

[1] "jake" "jill" "james" "jake" "jimmy"

For this you should use the **names()** function. This actually returns a vector with all the index names.

If you want to just access the first name index, you can modify the command as

> names(marks\_named)[1]

[1] "jake"

Using the same syntax, you can reassign a new name to this index position. Suppose you want to change the 4th index name to “joy”. In that case, the command would be:

> names(marks\_named)[4] <- "joy"

> names(marks\_named)

[1] "jake" "jill" "james" "joy" "jimmy"

> marks\_named

jake jill james joy jimmy

67 78 81 73 89

So, there is another way to create a named vector. Suppose you already have a vector called marks\_2 which is not a named vector. You can now create a separate vector storing the names. Then using the names() function, we can assign names to marks vector or may be store it in a new vector.

> marks\_2 <- c(67,78,81,73,89,53,67)

> name <- c('jake','jill','james','joy','jimmy','arvind','neha')

> names(marks\_2) <- name

> marks\_2

jake jill james joy jimmy arvind neha

67 78 81 73 89 53 67

This makes marks\_2 as a named vector

What will you do if you need marks of “jake” and “joy” from marks\_2 vector?

> marks\_2[c("jake","joy")]

jake joy

67 73

Put “jake” and “joy” in a vector and pass this as an index to marks\_2 vector.

What will you do if you do not want the marks of “jake” and “joy”.

We know that negative index excludes them from result set. So somehow we need to find the index position of “jake” and “joy” and negate them. We also know what which() function gives us the index position if we pass the value.

So, we can do the following steps:

1. First use the names() function to get the names (index names) as a form of vector
2. In this vector – perform a which() operation for “jake” and “joy” – which will return a vector with these two index position. Store it in a vector.
3. Negate this vector and pass this as index to marks\_2 vector

> nam <- names(marks\_2)

> nam

[1] "jake" "jill" "james" "joy" "jimmy" "arvind" "neha"

> pos <- which(nam == 'jake' | name == 'joy')

> pos

[1] 1 4

> marks\_2[-pos]

jill james jimmy arvind neha

78 81 89 53 67

OR

You can put this entire thing in one line:

> marks\_2[-which(names(marks\_2)=='jake' | names(marks\_2)=='joy')]

jill james jimmy arvind neha

78 81 89 53 67

OR

There is another way of doing it.

Remember if the index position is FALSE at a certain place, the value is skipped. Using that principal the below solution works

> names(marks\_2) == "jake"

[1] TRUE FALSE FALSE FALSE FALSE FALSE FALSE

> names(marks\_2) == "joy"

[1] FALSE FALSE FALSE TRUE FALSE FALSE FALSE

Using an OR condition

> names(marks\_2) == "jake" | names(marks\_2) == "joy"

[1] TRUE FALSE FALSE TRUE FALSE FALSE FALSE

Negate the above result set using a NOT operator (!)

> !(names(marks\_2) == "jake" | names(marks\_2) == "joy")

[1] FALSE TRUE TRUE FALSE TRUE TRUE TRUE

> marks\_2[!(names(marks\_2) == "jake" | names(marks\_2) == "joy")]

jill james jimmy arvind neha

78 81 89 53 67

## Creating vector using rep()

rep() repeats the elements of the vector

> rep(1:10)

[1] 1 2 3 4 5 6 7 8 9 10

> rep(1:10,each=2)

[1] 1 1 2 2 3 3 4 4 5 5 6 6 7 7 8 8 9 9 10 10

In the above example, each element of the vector is repeated twice

> rep(1:10,times=2)

[1] 1 2 3 4 5 6 7 8 9 10 1 2 3 4 5 6 7 8 9 10

In the above example, the vector itself is repeated twice.

> rep(1:10,each=2,length.out=125)

[1] 1 1 2 2 3 3 4 4 5 5 6 6 7 7 8 8 9 9 10 10 1 1 2 2 3 3

[27] 4 4 5 5 6 6 7 7 8 8 9 9 10 10 1 1 2 2 3 3 4 4 5 5 6 6

[53] 7 7 8 8 9 9 10 10 1 1 2 2 3 3 4 4 5 5 6 6 7 7 8 8 9 9

[79] 10 10 1 1 2 2 3 3 4 4 5 5 6 6 7 7 8 8 9 9 10 10 1 1 2 2

[105] 3 3 4 4 5 5 6 6 7 7 8 8 9 9 10 10 1 1 2 2 3

In the above example, each element is repeated twice, until the length of 125 is reached.

> name

[1] "jake" "jill" "james" "joy" "jimmy" "arvind" "neha"

> rep(name,each=3)

[1] "jake" "jake" "jake" "jill" "jill" "jill" "james" "james"

[9] "james" "joy" "joy" "joy" "jimmy" "jimmy" "jimmy" "arvind"

[17] "arvind" "arvind" "neha" "neha" "neha"

In the above example, name was a vector. rep(name, each=3) repeated each element 3 times.

### length.out

Note: length.out is the minimum length of the vector

> rep(1:5,each=2,times=2)

[1] 1 1 2 2 3 3 4 4 5 5 1 1 2 2 3 3 4 4 5 5

## Modifying values of a vector

Revision:

What does names(marks\_2) returns?

It returns a vector of names associated with marks\_2 vector

> names(marks\_2)

[1] "jake" "jill" "james" "joy" "jimmy" "arvind" "neha"

What does names(marks\_2) == "jimmy" returns?

It returns a vector where only the position where “jimmy” matches is returned as true

> names(marks\_2) == "jimmy"

[1] FALSE FALSE FALSE FALSE TRUE FALSE FALSE

What will happen if we pass this logical vector to another vector?

Ans: Only that position where the value is TRUE, the value of the vector is returned

> names(marks\_2)[names(marks\_2)=="jimmy"]

[1] "jimmy"

Remember : names(marks\_2) is a vector

Now, what will happen if we assign a new value here

> names(marks\_2)[names(marks\_2)=="jimmy"] <- "jim"

> marks\_2

jake jill james joy jim arvind neha

67 78 81 73 89 53 67

Note that “jimmy” is now replaced with “jim”.

This is how you change the name of a named vector.

So you get hold of the names as a vector which is names(marks\_2) and then try to reach the exact index position where you want to change the value:

names(marks\_2][x]. x can be a number or a vector. We either need a number or a logic vector with only jimmy’s position as TRUE with rest of the values as FALSE

To figure of x – we wrote names(marks\_2)==”jimmy”. This will create a logical vector with jimmy’s position as TRUE and rest will be FALSE.

Once you get hold of it, set a new value “jim” to that same position.

Now, let’s say you want to modify marks of “jim” to 88

> marks\_2["jim"] <- 88

> marks\_2

jake jill james joy jim arvind neha

67 78 81 73 88 53 67

## Vector concatenation

> marks1 = c(23,31,30,c(28,17),c(33,29,40))

A vector can take other vectors and concatenate them as a single vector

> marks1

[1] 23 31 30 28 17 33 29 40

> marks2 = c(26,31,39)

> c(marks1,marks2)

[1] 23 31 30 28 17 33 29 40 26 31 39

The above example took vector marks1 and marks2 and created a new vector

## Vector Arithmetic

Let’s assume two vectors score1 and score2 of 5 elements each

> score1 <- c(25,20,18,34,31)

> score2 <- c(30,24,29,33,38)

>

> score1 + score2

[1] 55 44 47 67 69

Adding them will perform an element wise add

Similarly you can do

> score1 - score2

[1] -5 -4 -11 1 -7

> score1 \* score2

[1] 750 480 522 1122 1178

> score1 / score2

[1] 0.8333333 0.8333333 0.6206897 1.0303030 0.8157895

Now let’s see what happens when the lengths are unequal:

> vec1 <- c(1:6)

> vec1

[1] 1 2 3 4 5 6

> vec2 <- c(10,100)

> vec1 \* vec2

[1] 10 200 30 400 50 600

vec1 is of 6 element length and vec2 is of 2 element length. If the shorter vector is a multiple of longer vector then there is no problem and shorter vector will repeat itself to match the longer vector. You can see this in the example above.

What happens if the shorter vector is not a multiple of longer vector?

Let’s see

> vec3 <- c(1:5)

> vec3\*vec2

[1] 10 200 30 400 50

Warning message:

In vec3 \* vec2 :

longer object length is not a multiple of shorter object length

vec3 was created with 5 elements. Now vec2 is no longer a multiple of vec3. However, the repetition does happen but also a warning is thrown.

# Matrix

Let’s say I want to store temperature of 4 different cities for 6 different time interval.

So, I might have 4 vectors representing 4 cities storing 6 element each for 6 time interval.

Something like shown below:

c(33, 35, 37, 42, 44, 29)

c(18, 17, 19, 16, 18, 15)

c(31, 30, 30, 30, 32, 31)

c(21, 22, 27, 23, 25, 28)

However, a better way to represent them is using a matrix

To create a matrix we will have to use the **maxtrix()** function. matrix() takes a single vector and then based on row and column configuration, creates a matrix.

So, let’s combine these 4 vectors into a single vector.

c(c(33, 35, 37, 42, 44, 29),

c(18, 17, 19, 16, 18, 15),

c(31, 30, 30, 30, 32, 31),

c(21, 22, 27, 23, 25, 28))

and then pass it to the matrix() function

matrix(c(c(33, 35, 37, 42, 44, 29),

c(18, 17, 19, 16, 18, 15),

c(31, 30, 30, 30, 32, 31),

c(21, 22, 27, 23, 25, 28))

)

We also need to tell, how to arrange these elements –

matrix(c(c(33, 35, 37, 42, 44, 29),

c(18, 17, 19, 16, 18, 15),

c(31, 30, 30, 30, 32, 31),

c(21, 22, 27, 23, 25, 28)),

byrow = TRUE)

byrow = TRUE means start arranging the elements row wise. Complete the first row and then move on to the next row.

But how many rows?

We need to tell that

matrix(c(c(33, 35, 37, 42, 44, 29),

c(18, 17, 19, 16, 18, 15),

c(31, 30, 30, 30, 32, 31),

c(21, 22, 27, 23, 25, 28)),

byrow = TRUE,

nrow = 4)

This means make 4 rows.

What about columns?

You can also tell that like

matrix(c(c(33, 35, 37, 42, 44, 29),

c(18, 17, 19, 16, 18, 15),

c(31, 30, 30, 30, 32, 31),

c(21, 22, 27, 23, 25, 28)),

byrow = TRUE,

nrow = 4, ncol=6)

Otherwise if we have mentioned nrows = 4, it will take the total elements (in our example = 24), divide that by 4 (4 rows) = 6 columns

> matrix(c(c(33, 35, 37, 42, 44, 29),

+ c(18, 17, 19, 16, 18, 15),

+ c(31, 30, 30, 30, 32, 31),

+ c(21, 22, 27, 23, 25, 28)),

+ byrow = TRUE,

+ nrow = 4, ncol=6)

[,1] [,2] [,3] [,4] [,5] [,6]

[1,] 33 35 37 42 44 29

[2,] 18 17 19 16 18 15

[3,] 31 30 30 30 32 31

[4,] 21 22 27 23 25 28

If we skip ncol = 6

> matrix(c(c(33, 35, 37, 42, 44, 29),

+ c(18, 17, 19, 16, 18, 15),

+ c(31, 30, 30, 30, 32, 31),

+ c(21, 22, 27, 23, 25, 28)),

+ byrow = TRUE,

+ nrow = 4)

[,1] [,2] [,3] [,4] [,5] [,6]

[1,] 33 35 37 42 44 29

[2,] 18 17 19 16 18 15

[3,] 31 30 30 30 32 31

[4,] 21 22 27 23 25 28

What if we suddenly decide to go for 5 rows instead of 4 with the same dataset?

> matrix(c(c(33, 35, 37, 42, 44, 29),

+ c(18, 17, 19, 16, 18, 15),

+ c(31, 30, 30, 30, 32, 31),

+ c(21, 22, 27, 23, 25, 28)),

+ byrow = TRUE,

+ nrow = 5)

[,1] [,2] [,3] [,4] [,5]

[1,] 33 35 37 42 44

[2,] 29 18 17 19 16

[3,] 18 15 31 30 30

[4,] 30 32 31 21 22

[5,] 27 23 25 28 33

Warning message:

In matrix(c(c(33, 35, 37, 42, 44, 29), c(18, 17, 19, 16, 18, 15), :

data length [24] is not a sub-multiple or multiple of the number of rows [5]

What just happened?

The number of elements were 25. Row requested was 5. If we see the multiples of 5, the nearest multiple of 5 from 24 is 25 (it will never go backwards).

So 25/5 = 5 columns. This operation will now make 5 columns and one element will be repeated to make it 25 elements. Of course there is a warning because the repetition was partial.

matrix() will always try to do the minimum possible repetition.